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# Overview -AN

(motivation, the purpose and the potential user of the software system etc. )  
 Purpose

Motivation and Purpose:

1. Because they have become the most common way to interact with single people.
2. Learning software engineering. It contains good features like CRUD operation to practice.
3. It is interesting & social with a variety of features.
4. Other dating sites are lacking compared to what we plan to offer

potential user :

single people(usually anyone between the age of 22-35)

# Related Work -DS

|  |  |  |
| --- | --- | --- |
|  | MeetCute (our app) | OkCupid |
| Applications | Responsive Web App for all browsers. | Non-Responsive Web App  IOS & Android App |
| Client side framework | React.js | React.js / Native mobile app  Web app use React, a similar approach, but not Responsive. |
| Server side framework | Node.js (JavaScript)  Runs fast.  Easy to implement. | OKWS (C++)  Runs faster a little, but harder to implement. |
| Database | MongoDB (non-SQL)  Scalable, easy to use, but not as mutual as SQL. It is good enough for a dating site but not a banking account.etc. | SQL  More mutual and stable. |
| System Design | MVC (bound by Meteor.js)  Developing is a way faster. | MVC |
| Product Design | Mobile-First, Responsive,  Follow Google’s Material Design.  Single-page-web-applications  (Rendering faster, better UX, like Gmail)  Latency compensation  (app changes instantly without waiting for http response)  Simple & Easy to create an account and get started | Not sure. I guess it was designed by pure engineers. It needs better designers. |
| Functionality | Provides real time chatting with a user  Provides single sign in only | Provides messaging (i.e. email)  Allows for other types of registration besides Facebook |

(describe any similar software systems, and the difference from them)

# Proposed High level Requirements - BB

* 1. Functional Requirements
     1. Essential Features
        1. Ability to register an account (sign up)
        2. Ability to login and logout
        3. Profile page creation
           1. Profile Edit
        4. “Discover” profile list page
        5. Chat Functionality
     2. Desirable Features
        1. Log in with Facebook
        2. Optimized for mobile view / Responsive
     3. Optional Features
        1. Profile Search
        2. Ability to favorite or friend other profiles
  2. Nonfunctional Requirements
     1. User should be able to view the app using different browsers (Chrome, Safari, Firefox)
     2. Performance Optimization
        1. Implement caching so image-heavy Discover page loads quickly upon repeated viewing
  3. Implemented Features
     1. Ability to register an account (sign up)
     2. Ability to login and logout
     3. Profile page creation
     4. Profile Edit
     5. “Discover” profile list page
     6. Chat Functionality
     7. Emoji support
     8. Log in with Facebook
     9. Optimized for mobile view / Responsive

# Management Plan -GL

# (For more detail, please refer to SPMP document for encounter example)

## Process Model

* + 1. We are following an Agile style process:
       1. 3 week iterations
       2. Weekly standup (cannot be daily due to time constraints)
       3. Retrospective/lessons learned at the end of each sprint
       4. Weekly planning phase (end of class)
       5. Using Pivotal Tracker to manage and assign tasks

## Objectives and Priorities

* + 1. Learn new JavaScript framework - MeteorJS
    2. Build responsive, mobile-friendly CRUD webapp
       1. Due to the time constraints and new technology, our focus will be on core features, not a lot of frills, and attempting to build a quality/stable app.

## Risk Management (need update constantly)

* + 1. Knowledge risks:
       1. JavaScript
          1. Med due to paired programming
       2. Git/Github
          1. Med due to tutorial availability, but not enough time for tutorials
       3. Meteor framework
          1. Med - availability of examples / literature but short on time
       4. Complex features in a too short time frame
          1. Medium - Will need to manage scope to prevent feature creep
    2. Schedule risks
       1. Some group members are either remote, in multiple classes & conflicts due to midterms/work,etc..
          1. Med - Mitigated by use of online tools for meetings / communication, and collaboration via internet.

## Monitoring and Controlling Mechanism

* + 1. Slack communication (#team-2 channel)
    2. Use of Pivotal Tracker to create User Stories and file Bugs
    3. Github code reviews
    4. Everyone will ramp up to a standard level by doing Meteor website’s tutorials, in addition we are doing pair programming. This will allow for multiple resources to be available.
    5. If someone is sick or does not complete their tasks, this will be caught at the weekly meeting and then the upcoming iterations tasks will be adjusted accordingly.

## Schedule and deadlines (need update constantly)

* + 1. Meetings:
       1. Weekly - Sunday @ 2pm - Updates & pair programming
       2. Adhoc - Scheduled based on workload & availability
    2. Deadlines
       1. Sunday 12/11 - end of Iteration 3
          1. Complete testing
          2. Finalize SPPP and SDD
       2. Sunday 12/4 - no specific deadlines
       3. Sunday 11/20 - no specific deadlines
       4. Sunday 11/13 - end of Iteration 2
       5. Sunday 11/6 - Finish individual coding task
       6. Sunday 10/30 - Finalize coding tasks
       7. Sunday 10/23 - end of Iteration 1
          1. Update SPPP
          2. Powerpoint presentation for retro for iteration 1 (coding)
          3. Do more Meteor/Git tutorials
       8. Sunday 10/16
          1. Finish UML diagram
          2. Finish React/Meteor tutorials
          3. Finalize Requirements
       9. Monday 10/10 - Complete:
          1. Everyone have skeleton app running locally
       10. Sunday 10/2 - Complete:
           1. SPPP
           2. Powerpoint presentation for retro
           3. Meteor/Git tutorials
           4. Workspace setup

# Quality Assurance Plan -BW

Please see separate document:

<https://docs.google.com/document/d/1x_obTiRuhoH1Cy5bERJ-zziVA3EUDDmeD3xTc40GMQk/>

# Configuration Management Plan -GT

(For more detail, please refer to SCMP document for encounter example)

## Configuration items and tools

* + 1. Git/Github
    2. Google Docs
    3. Pivotal Tracker

## Change management and branch management

* + 1. Change Management
       1. Changes can be made when adding new features/functionality, or after detecting a bug in the code.
       2. Before making change, approval of team leader and story leader should be sought.
    2. Branch Management - Branches
       1. Master: Master branch for project, original release branch.
       2. Subgroup branches: Each module/functionality/member working on these would fork out separate branches to work on. The format should be [name]-task\_name. e.g. “ds-profile\_card” , “ds” is the name of Daniel Shih. “profile\_card” is the task for this branch.
       3. Incomplete code, or code not approved by respective leaders, should not be merged with master.
       4. product branch: steady version for product

## Code commit guidelines

* + 1. Only commit code when a functionality/module is fully working, or someone else’s work depends on it.
    2. It is required to have your work and changes approved by another team member, before proceeding to commit.
    3. Always commit changes with appropriate messages describing the changes made with respect to the previous version of code/documents. Include your initials along with commit message.
    4. Committed code should be neatly indented, and commented properly for other team members to understand.
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